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Quantum computers are expected to drastically accelerate certain computing tasks versus classical com-
puters. Noisy intermediate-scale quantum (NISQ) devices, which have tens to hundreds of noisy physical
qubits, are gradually becoming available, but it is still challenging to achieve useful quantum advan-
tages in meaningful tasks. On the other hand, full fault-tolerant quantum computing (FTQC) based on
quantum error correction code remains far beyond realization due to its extremely large requirement of
high-precision physical qubits. In this study, we propose a quantum computing architecture to close the
gap between NISQ and FTQC architectures. Our architecture is based on erroneous arbitrary rotation gates
and error-corrected Clifford gates implemented by lattice surgery. We omit the typical distillation proto-
col to achieve direct analog rotations and small qubit requirements, and minimize the remnant errors of
the rotations by a carefully designed state injection protocol. Our estimation based on numerical simula-
tions shows that for early-FTQC devices that consist of 104 physical qubits with physical error probability
p = 10−4, we can perform roughly 1.72 × 107 Clifford operations and 3.75 × 104 arbitrary rotations on
64 logical qubits. Such computations cannot be realized by the existing NISQ and FTQC architectures on
the same device, as well as classical computers. We hope that our proposal and the corresponding devel-
opment of quantum algorithms based on it will bring new insights into the realization of practical quantum
computers in the future.
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I. INTRODUCTION

Quantum computers are expected to provide exponential
speedup of computation in certain tasks, including factor-
ing [1], simulating quantum many-body systems [2,3], and
linear algebraic operations [4]. To realize such a quantum
computer, the development of quantum computing devices
in various physical systems has been actively carried out in
recent years. While fidelity and controllability are diverse,
quantum devices with tens to hundreds of qubits have
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emerged and are referred to as “noisy intermediate-scale
quantum (NISQ) devices” [5]. Now we are entering an
era of quantum computational supremacy [6–10], where
simulating the behavior of a quantum computer itself is
becoming intractable for a classical computer. Unfortu-
nately, it is still challenging to extract useful quantum
advantages over the classical best approaches from NISQ
devices for practically meaningful tasks. Additionally, the
classical simulation technology of a quantum computer
using supercomputers has recently improved, and it has
been reported that random quantum circuit sampling on
Google’s quantum computer in 2019 can be simulated in
comparable time [11].

The problem with NISQ devices is that they cannot pro-
vide an ultimate solution to the noise issue. Qubits and
the gate operations on them lose their quantum nature due
to decoherence caused by undesirable interactions with
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the environment, which introduces errors into a quantum
computer. Thus, useful tasks are difficult to perform reli-
ably. Furthermore, the variational quantum algorithm [12]
is based on the estimation of expectation values, and the
number of measurements increases with the number of
qubits. The accuracy becomes poor due to statistical errors
as well as the effects of noise, and the optimization of the
variational parameters becomes extremely difficult [12].
This problem may be solved by increasing the fidelity of
quantum devices and by using techniques such as quan-
tum noise mitigation [13], specifically designed for NISQ
devices. However, it is a nontrivial question whether quan-
tum noise mitigation can solve the noise problem at a
realistic sampling size for quantum computation of the 50-
to 100-qubit level, which is difficult to simulate even with
a classical computer [14]. The ultimate long-term solu-
tion is the realization of fault-tolerant quantum computing
(FTQC) by implementation of quantum error correction
(QEC).

Several experiments have demonstrated the viability of
QEC [15–17]. Error correction will soon allow us to store
quantum information for longer than its physical coherence
time, and to perform fault-tolerant logical gate operations.
However, non-Clifford gates, which are necessary ingre-
dients for quantum speedup, are difficult to implement
fault-tolerantly on the QEC codes such as the surface
code. A special protocol called “magic state distillation”
is used to implement a non-Clifford T gate reliably [18].
Furthermore, the arbitrary angle rotation gates on a logi-
cal qubit require a huge number of T gates when they are
decomposed into Clifford and T gates via Solovay-Kitaev
decomposition. Together with the cost of magic state dis-
tillation and Clifford gate plus T gate decomposition, the
realization of fully fledged FTQC requires an overhead of
hundreds of thousands to millions of qubits [19–22].

In terms of the number of qubits for algorithm viability,
a large gap will exist between the NISQ era and the FTQC
era; the number of qubits that is needed for a meaningful
quantum computation differs by several orders of magni-
tude. While experimental breakthroughs are expected to
emerge to integrate ×106 qubits in the long term, in the
meantime it is also necessary to establish a theoretical
framework that meaningfully exploits early FTQC with
103–104 qubits.

In this study, we propose a framework to hybridize
NISQ and FTQC architectures to close the gap between
them and provide evidence that a quantum computer of
104 qubits has great potential to exhibit quantum advan-
tages in meaningful tasks. In this direction, quantum noise
mitigation designed for NISQ devices has been applied for
FTQC to reduce the required number of physical qubits,
while magic state distillation still requires a huge number
of physical qubits for quantum advantage [23,24]. Here we
integrate the NISQ and FTQC approaches at a deeper level.
More concretely, in our approach, continuous rotational

gates are not protected by QEC but are executed by injec-
tion of ancilla states without magic state distillation. This
allows us to perform a rotation gate by an arbitrary angle
directly. As a drawback, the injection of the ancilla states
on a QEC code suffers from unavoidable errors. In our pro-
posal, we carefully design an injection circuit so that most
errors during the injection are detected and/or corrected
so that the resultant special ancilla states have a mini-
mum error. Furthermore, for the Clifford gates, such as the
controlled-NOT (CNOT), Hadamard (H ), and S gates, we use
the rotated planar surface code as usual, and hence errors
are corrected in a scalable way. This allows an almost
error-free implementation of logical Clifford operations
versus the rotation gates.

Combining error-corrected Clifford gates and reason-
ably clean analog rotations, our resource estimation shows
that 3.75 × 104 arbitrary rotation gates and 1.72 × 107

Clifford gates on 64 logical qubits are reliably executed
with use of 104 physical qubits when the physical error
probability is 10−4. Such computations cannot be simu-
lated on classical computers, and even the existing NISQ
and FTQC architectures on the same device cannot real-
ize this amount of computational power. Our architecture
can be applied to useful tasks such as quantum many-body
simulation and the quantum approximation optimization
algorithm (QAOA) thanks to the fast implementation of
the analog rotations. The proposed space-time efficient
analog rotation quantum computing architecture (here-
inafter referred to as “STAR architecture”) provides a new
framework for the use of quantum computers that fills the
gap between the NISQ era and the FTQC era.

II. OVERVIEW OF THE STAR ARCHITECTURE

Before delving into a comprehensive description, we
provide an overview of the STAR architecture in this
section.

Currently, we are in the NISQ era, and the number
of qubits is increasing to hundreds. However, it will be
extremely difficult to fully exploit the computational power
of NISQ devices with hundreds to thousands of qubits,
because NISQ devices suffer from errors in both Clif-
ford and non-Clifford operations. The number of gates
increases due to the SWAP operations at the stage of com-
piling a quantum algorithm to be executable on actual
quantum computing devices with limited qubit connec-
tivity. Moreover, in applications to quantum chemistry,
fermionic rotations, such as the unitary coupled cluster
ansatz, require the entangling gates to generate multi-qubit
Pauli rotations. Most of the gates used there are Clifford
gates such as CNOT gates, which do not make classical sim-
ulation difficult from the viewpoint of the Gottesman-Knill
theorem, while they result in the accumulation of errors. As
a result, the total number of non-Clifford gates that can be
executed is rather limited.
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QEC is a method for entangling multiple qubits and
encoding quantum information in a special subspace to
protect it from noise [25]. Unlike a classical bit, a qubit,
which takes a superposed state through continuous com-
plex probability amplitudes, suffers from continuous ana-
log noise. The orthogonal subspace structure introduced by
a QEC code can collapse such analog noise into digitalized
Pauli X , Y, and Z errors, which are corrected appropriately.
However, the orthogonal subspace structure also makes
operations of the encoded degrees of freedom (DOF) diffi-
cult [26]. Particularly, a fault-tolerant implementation of
the T gate, which is a non-Clifford gate and an essen-
tial ingredient for universal quantum computation, on an
encoded degree of freedom is highly nontrivial. Most QEC
codes do not support fault tolerance for the T gate in a
native way. A special protocol, called “magic state distil-
lation” [18], is necessary to purify noisy magic states and
execute a T gate via gate teleportation [27]. Furthermore,
since the T gate is an π/8 rotation gate around the z axis,
an arbitrary rotation gate can be complied to the sequence
of Clifford gates and T gates by use of the Solovay-
Kitaev algorithm. The state-of-the-art optimal Clifford gate
plus T gate decomposition [28] still requires several tens
of T gates to achieve the 10−4 accuracy of an arbitrary
single-qubit rotational gate, even if this accuracy can be
achievable by physical single-qubit rotation.

If a quantum computer can execute all Clifford oper-
ations ideally and errors are introduced only in analog
non-Clifford operations, more advanced quantum algo-
rithms can be executed even in the era of early FTQC. Our
approach is to construct such an architecture by success-
fully combining fault-tolerant error correction in FTQC

and analog operations in NISQ devices. An overview of
the STAR architecture is summarized in Fig. 1. The key
points are as follows:

(i) Fault-tolerant Clifford gates with QEC.
(ii) Analog rotation gates with reasonably clean ancilla

state injection.

Regarding point (i), since the Clifford gates are protected
by QEC, the connectivity of physical qubits and Clifford
transforms for gates such as multi-qubit Pauli rotations are
not limiting factors to design reliable quantum computing.
We use the rotated planar surface code [29] as a logical
qubit and use lattice surgery [30] to implement the fault-
tolerant logical Clifford gates, as explained in Sec. III.

On the other hand, by virtue of point (ii), we can avoid
the magic state distillation, which is the costly part of
FTQC. This also successfully reduces the computational
cost in a double sense in that it eliminates the need for
decomposition into T gates when one is performing contin-
uous rotation gates. As explained in Sec. IV, we carefully
design a quantum circuit to inject a special ancilla state
into the planar surface code with error detection and post-
selection. Then the reasonably clean ancilla states are used
to implement analog rotation gates via gate teleportation,
where the byproduct is treated by a repeat-until-success
(RUS) approach. In Sec. V, we provide typical logical
qubit arrangements in the STAR architecture. As shown
in Sec. VI, according to our numerical simulations, the
STAR architecture surpasses the existing NISQ and FTQC
architectures on the early-FTQC device as well as classi-
cal computers. We also discuss the possible applications

FIG. 1. Overview of the STAR architecture proposed in this work. The STAR architecture performs universal quantum computation
using the error-corrected Clifford gate and an analog rotation gate. Clifford gates are implemented by lattice surgery based on the
rotated planar surface code. Analog rotation is directly performed, avoiding the magic state distillation, and a special ancilla state
needed for the rotation is cleanly injected into the rotated planar surface code by error detection and postselection. Combined with an
appropriate logical qubit arrangement, the STAR architecture fully exploits the computational power of early-FTQC devices.
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of our architecture there. Section VII concludes this study
and provides a discussion of future directions.

III. FAULT-TOLERANT CLIFFORD GATES

To make the discussion self-contained, we start by
reviewing the existing approaches for encoding quantum
information into the rotated planar surface code and pro-
tecting Clifford gates on the rotated planar surface codes.

A. Rotated planar surface code

The rotated planar surface code is a QEC code that has
good features suitable for early-FTQC devices: a relatively
high threshold value in comparison to other QEC codes
and the requirement of a small number of physical qubits
[29,31]. We summarize its definition in Fig. 2.

Physical qubits constructing the rotated planar surface
code are arranged on the vertices of a two-dimensional lat-
tice (white circles in Fig. 2). X (Z) stabilizer operators are
defined on the faces of the lattice [orange (blue) faces in
Fig. 2], and the logical state is defined as the simultaneous
eigenstate of those stabilizer operators with eigenvalues of
+1. A single surface has two types of boundary, namely,
the X and Z boundaries, along which the logical X and Z
operators are defined as chains of physical X and Z oper-
ators (orange and blue lines on the boundaries in Fig. 2).
The code distance d is equal to the length of a side of the
lattice. In the following discussion, we call a surface that
carries a single logical state a “logical patch” or simply a
“patch.”

To perform the error correction, one measures the
eigenvalues of the stabilizers using measurement qubits
arranged on the faces of the lattice (black circles in Fig. 2).
Measured eigenvalues are called “syndromes” and are used
to infer a possible error pattern. The syndrome measure-
ment circuits that we use in this study are shown in Fig. 3.
Using this circuit, we can measure simultaneously all

FIG. 2. Definition of the rotated planar surface code with code
distance d = 5. White and black circles represent physical qubits
used for encoding and measurement qubits, respectively. Sta-
bilizer operators, which define the logical state, are shown as
orange and blue surfaces. Representative logical operators are
given as solid lines on boundaries.

FIG. 3. Syndrome measurement circuits. X syndrome mea-
surement circuit (top) and Z syndrome measurement circuit
(bottom). The order of CNOT operations is represented by circled
numbers on the left-hand side.

syndromes in eight fundamental operation steps. The order
of CNOT operations between physical and measurement
qubits in Fig. 3 is important for preserving commutation
relations between stabilizer operators. In this study, we
use the order proposed in Ref. [32] to prevent hook errors
along the logical operators.

Errors that occur in the logical qubit are inferred by
observed error syndromes, where the eigenvalue of the sta-
bilizer is flipped from +1 to −1. In the surface code, we
can infer the most likely error pattern as follows. First, we
construct a decoder graph, in which syndromes and error
events are represented by nodes and edges, respectively.
Paths that connect error syndromes in the graph provide
candidates for the actual error pattern, and their length is
related to the number of errors. Therefore, we can adopt
the shortest path among these candidates as the most likely
error pattern by assuming that the errors occur indepen-
dently. The shortest path connecting the error syndrome
is determined by a certain matching algorithm, e.g., the
Edmonds minimum-weight perfect matching (MWPM)
algorithm [33]. In practice, measured syndromes are also
unreliable due to measurement errors; thus, the syndrome
measurement is performed d times and the differences on
the time axis are calculated by our taking the XOR opera-
tion of the temporally neighboring two syndromes (in the
following, we call these differences “syndromes” unless
stated otherwise). Then we can construct a spatiotempo-
ral decoder graph from d sets of syndromes and infer
the most likely error chains including the measurement
errors by the MWPM algorithm. In addition to the MWPM
algorithm, several other ways to perform this error infer-
ence have been proposed, such as the union-find algorithm
[34], the renormalization group decoder [35], and the Ising
model–based approach [36,37]. In this study, we use the
MWPM algorithm to benchmark the performance of the
logical patch.
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B. Clifford gates by lattice surgery

In principle, logical Clifford gates such as the CNOT gate
and the Hadamard gate can be transversally performed in
the planar rotated surface code [29]. In practice, however,
the transversal CNOT gate is difficult to realize for some
devices in which the connectivity between physical qubits
is restricted. A clever way to implement Clifford gates
in this situation is lattice surgery, which consists of two-
patch merging, splitting, and patch deformation [29,30].
The Clifford gates implemented in the STAR architecture
rely on this technique. Here we discuss typical examples to
implement the logical CNOT gate and the logical Hadamard
gate, based on the fundamental operations introduced in
Ref. [30].

A standard logical CNOT operation using lattice surgery
is achieved by merging and splitting a control logical
qubit |C〉 and a target logical qubit |T〉. Figure 4 shows
a sequence of lattice surgery operations for performing
the logical CNOT operation. The logical states |C〉 and
|T〉 are placed as in Fig. 4(a). Then the following lat-
tice surgery operations are performed: expand |C〉 along
the X boundary [Fig. 4(b)], split |C〉 into two patches by
the Z boundary and merge one of them with |T〉 along
the X boundary [Fig. 4(c)], and contract |T〉 along the Z
boundary [Fig. 4(d)]. The operations in Figs. 4(b) and 4(c)
need d rounds of syndrome measurement to determine syn-
drome values, and a total of 2d rounds for the logical CNOT
operation. If the measured XL ⊗ XL eigenvalue, which is
a product of the eigenvalues of the X stabilizers newly
introduced in the X boundary merging in the operation in
Fig. 4(c), is −1, a byproduct operator ZL subsequently acts
on |C〉.

A logical Hadamard gate is simply achieved by transver-
sally applying a physical Hadamard gate on all data qubits.
An important obstacle is that the logical qubit patch after
the operation rotates 90◦ from the original orientation
[Fig. 5(a)]. This rotated orientation can be corrected by
the lattice surgery operations. A typical sequence of the
operation is shown in Fig. 5: expand a patch [Fig. 5(b)],

(a) (b) (c) (d)

FIG. 4. Logical CNOT operation by lattice surgery. Blue
(orange) lines indicate Z (X ) boundaries. (a) Initial configura-
tion of two logical patches. (b) Expansion of the control patch
along the X boundary. (c) Splitting of the control patch along the
Z boundary and merging of one of them with the target patch
along the X boundary. These two operations can be performed
simultaneously. (d) Contraction of the target patch along the Z
boundary.

(a)

H

(b) (c) (d) (e)

FIG. 5. Logical Hadamard operation with a boundary rota-
tion by lattice surgery. (a) After application of the transversal
Hadamard gate on a certain patch, its orientation rotates by 90◦.
To fix its orientation, (b) expand the patch first, (c) modify its
boundary, and (d) contract the patch. At this moment its orien-
tation is fixed correctly. (e) The patch is moved to the original
position. This operation can be achieved by combining patch
expansion and contraction.

deform the patch boundary [Fig. 5(c)], contract the patch
[Fig. 5(d)], and move the patch to the original position
[Fig. 5(d)]. In this example, the operations in Figs. 5(b),
5(c), and 5(e) need d rounds of syndrome measurement;
thus, 3d rounds are required in total.

Litinski [30] proposed another way to perform fault-
tolerant quantum computation, in which the Clifford gates
in quantum circuits are moved to the end of the circuits
and absorbed into measurements. The modified circuits
contain multi-qubit Pauli measurements and multi-qubit
Pauli π/8 rotations, which can also be performed by lat-
tice surgery. A typical example of measuring a multi-qubit
Pauli operator XL,1 ⊗ YL,2 ⊗ ZL,3 is given in Fig. 6. Phys-
ical qubits in an ancilla region are first initialized to |+〉
(a red region in Fig. 6), and then the stabilizer operators
in the entire region are measured (including the hatched
area in Fig. 6). The product of the eigenvalues of stabilizer
operators whose eigenvalues are not determined by the ini-
tialization gives the measurement result of XL,1 ⊗ YL,2 ⊗
ZL,3. This operation is performed by d rounds of syndrome
measurement.

The Clifford operations discussed in this section are
closely related to the arrangement of logical qubits, which

FIG. 6. Example of the multi-qubit Pauli measurement XL,1 ⊗
YL,2 ⊗ ZL,3.
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plays an important role in performing quantum computa-
tions with small overheads. We discuss typical examples
of the arrangement in Sec. V.

IV. SPACE-TIME EFFICIENT ANALOG
ROTATION GATE

In this section, we discuss how to implement analog
rotation gates with reasonable accuracy, which is a core
technology of the STAR architecture. We directly perform
analog rotation gates without the lengthy Solovay-Kitaev
decomposition and avoid the costly magic state distillation.
This approach is advantageous in terms of a physical qubit
requirement and execution time. However, a major chal-
lenge is that the logical error rate of the analog rotation
becomes relatively large at O(p). To minimize the logi-
cal error rate, in our proposal, we carefully design a state
injection protocol needed to generate a special ancilla state
for the rotation. The remaining logical error of the analog
rotation becomes a simple phase-flip error and can be fur-
ther mitigated by the probabilistic error cancellation when
the physical error probability is sufficiently small.

A. Repeat-until-success implementation of analog
rotation gate

In the typical Clifford gate plus T gate decomposition
in FTQC, the T gate is implemented by the gate teleporta-
tion circuit with the magic state. Furthermore, to achieve
an analog rotation gate with sufficient accuracy, approx-
imately 100 T gates are required via the Solovay-Kitaev
decomposition [28]. In contrast, the STAR architecture
directly implements the analog rotation gate by using a
special ancilla state |mθ 〉 ≡ RZ(θ) |+〉 = 1√

2
(e−iθ/2 |0〉 +

e+iθ/2 |1〉), where the angle θ can be chosen arbitrarily. The
circuit for implementing the analog rotation is shown in
Fig. 7.

Since we allow arbitrary rotation angles, this imple-
mentation is not deterministic: an output state is a cor-
rectly rotated state RZ(θ) |ψ〉 if the measurement result
in the circuit is +1; otherwise the output is an inversely
rotated state, RZ(−θ) |ψ〉. Both outputs evenly occur. If the
inversely rotated state is obtained, we apply a rotation gate
with angle 2θ on the output state to correct its angle. This
correction is repeated until we obtain RZ(θ) |ψ〉 (RUS).

|ψ〉L MZ

|mθ〉L • XL RZL(θ) |ψ〉L or RZL(−θ) |ψ〉L

FIG. 7. Quantum circuit for the analog Z rotation gate. MZ is a
destructive ZL measurement on a logical patch.

MP⊗Z

P

|mθ〉L MX

FIG. 8. Quantum circuit for the analog multi-qubit Pauli rota-
tion gate.

The average RUS step number for success is given as

1 × 1
2

+ 2 × 1
4

+ 3 × 1
8

+ · · · =
∞∑

i=1

n
2n = 2. (1)

The Clifford gates in Fig. 7 are performed by lattice
surgery.

In the computational scheme using the multi-qubit Pauli
measurement and the multi-qubit Pauli π/8 rotation gate
as mentioned in the previous section, the π/8 rotation
gate needs to be extended to an arbitrary angle multi-qubit
Pauli P rotation gate (e.g., P = X ⊗ Y ⊗ Z). Such multi-
qubit Pauli rotation gates can be realized by a multi-qubit
Pauli P ⊗ Z measurement with target logical qubits and the
ancilla state |mθ 〉 [30], as in the circuit shown in Fig. 8.
If the measurement result of P ⊗ Z is +1, the rotation
succeeds, otherwise we must apply RP(2θ) to the output
state to correct its angle. An X measurement in the circuit
checks whether the output state has a byproduct operator P.
Since the byproduct P commutes with RP(θ) and satisfies
P2 = I , it is sufficient to cancel it after completion of the
entire RUS protocol if the product of all X measurement
values is −1.

B. Low-error state injection protocol

As discussed above, an analog rotation is imple-
mented by circuits comprising error-corrected Clifford
gates. Therefore, the accuracy of the analog rotation is
dominated by the state injection protocol of the special
ancilla state |mθ 〉. In this section, we discuss a low-error
state injection protocol based on postselection.

Error detection and postselection is a promising
approach for near-term quantum computation. For exam-
ple, a recent study [38] proposed a well-designed error
detecting code and increased calculation accuracy by post-
selection over the entire calculation. In contrast, our posts-
election protocol is independent of the data logical patches
involved in the main calculation; thus, our protocol is
scalable to the overall size of the calculation.

The first step of our injection protocol is to generate the
ancilla state encoded in the [[4, 1, 1, 2]] subsystem code
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[39]. This code is defined by four physical qubits (we index
them by subscripts 0–3 in the following discussion) with
two stabilizer operators

SX = X0X1X2X3, SZ = Z0Z1Z2Z3. (2)

The +1 eigenstate of these stabilizers defines a logical
qubit with logical operators

LX = X0X1, LZ = Z0Z2, (3)

and gauge operators

GX = X0X2, GZ = Z0Z1. (4)

The code distance is 2, so it can detect a single error.
A circuit for preparing the ancilla state |mθ 〉L encoded

in the [[4, 1, 1, 2]] subsystem code is shown in Fig. 9.
Hadamard and CNOT operations encode the input state
into the |+〉L state first, and then the logical rotation
gate RZ0Z2(θ) ≡ e−iθ/2(Z0Z2) acts on |+〉L. The output state
is therefore |mθ 〉L up to an irrelevant overall factor. We
assume that the gate RZ0Z2(θ) ≡ e−iθ/2(Z0Z2) can be directly
performed here.

The generated ancilla state may suffer from errors in
practice; thus, we measure syndromes of the [[4, 1, 1, 2]]
subsystem code. Naively, we must measure the weight-
4 stabilizer operator defined in Eq. (2). Because of the
gauge DOF, however, we can measure them as products
of weight-2 gauge operators, whose measurements do not
collapse the logical qubit. This property reduces noise in
the ancilla state since it avoids critical weight-2 hook errors
propagating from the measurement qubits and reduces the
depth of the measurement circuit. As shown in Fig. 10, we
assume that four measurement qubits interact with the two
nearest physical qubits (black circles labeled as M0–M3).
This arrangement can be smoothly embedded in the rotated
surface code as discussed later. The measurement circuit
based on this arrangement is shown in Fig. 11. To detect
measurement errors, the measurement circuit is performed
twice, and we discard the prepared state if the measured
syndromes satisfy one of the following conditions (post-
selection): (i) one (or both) of the syndromes is equal to
−1 or (ii) one (or both) of the bare (the XOR operation
is not performed) syndromes of the first round takes the

|0〉0
RZ0Z2(θ)|0〉1 H •

|0〉2
|0〉3 H •

FIG. 9. Quantum circuit for the injection of the ancilla state
encoded in the [[4, 1, 1, 2]] subsystem code.

FIG. 10. Arrangement of physical and measurement qubits
encoded in the [[4, 1, 1, 2]] subsystem code. White circles labeled
as 0–3 and black circles labeled as M0–M3 represent phys-
ical qubits and measurement qubits, respectively. The solid
line shows the connectivity between measurement qubits and
physical qubits.

value −1, although the syndromes are equal to +1. The
state injection circuit is repeated until this postselection is
passed.

Once we obtain the ancilla state |mθ 〉L that passes the
postselection, we expand it to the rotated surface code with
an arbitrary code distance. After the measurement circuit in
Fig. 11, the gauge DOF are fixed to the eigenstate of GZ =
Z0Z1. In other words, the postselected state is stabilized by

SX = X0X1X2X3, S′
Z = Z0Z1, S′′

Z = Z2Z3, (5)

which is the smallest rotated planar surface code with d =
2. Therefore, its expansion to an arbitrary code distance
patch can be immediately achieved in a standard way in
lattice surgery [29]. We show an example of the expansion
to the d = 5 patch in Fig. 12.

The ancilla state |mθ 〉L is prepared on a certain corner
of the target patch, and other physical qubits in the tar-
get patch are initialized to |0〉 (blue circles in Fig. 12) or

FIG. 11. Syndrome measurement circuit of the [[4, 1, 1, 2]]
subsystem code using the gauge operators. Numbers 0–3 and
M0–M3 represent physical qubits and measurement qubits,
respectively. Meter symbols indicate Z measurements. Gates
grouped by dashed lines are implemented simultaneously.
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(a) (b)

FIG. 12. Expansion of the ancilla state to the d = 5 surface
code patch. (a) The ancilla state is prepared at the upper-left
corner of the target patch. Other physical qubits are initialized
to |0〉 (blue circles) or |+〉 (orange circles). (b) Expansion is
achieved by measuring stabilizer operators of the entire patch
twice. After the syndrome measurement, some stabilizers (shown
by the hatched pattern) have fixed eigenvalues determined by
the initial configuration in an error-free case. These deterministic
syndromes enables us to detect errors occurring on data qubits.

|+〉 (orange circles in Fig. 12). The success rate of the
postselection can be increased by performing the injec-
tion protocol in parallel using the empty space in the target
patch. In this case, one picks up a successful ancilla state
after the parallel injection and refreshes and initializes
other physical qubits in the target patch. Then the syn-
drome measurement of the entire patch is performed twice.
To obtain the ancilla state as clean as possible, we discard
the expanded state if one of the following conditions is sat-
isfied: (i) at least one of the syndromes is equal to −1 or
(ii) at least one of the bare syndromes whose value is deter-
mined by the initial configuration [shown by the hatched
pattern in Fig. 12(2)] takes an unexpected value, although
all syndromes are equal to +1. The state that passes the
second postselection is clean in detectable O(p) error, and
it can be consumed in the gate teleportation circuit in Fig. 7
or the multi-qubit Pauli rotation in Fig. 8.

Under the circuit-level noise model introduced in
Sec. VI A, the logical error probability of the prepared
ancilla state |mθ 〉L behaves as follows:

PZL(p) = 2p/15 + O(p2), (6)

PXL(p) = O(p2), (7)

whose details are discussed in the Appendix. Compared
with the previous state injection protocols, our protocol
achieves greater precision even in more general situations.
We now briefly discuss the difference between other proto-
cols and our protocol. In typical state injection protocols,
one first prepares the ancilla state on a single physical
qubit, and then it is injected into the encoded logical qubit.
Since the first step directly suffers from the noisy qubit
initialization and noisy single-qubit operation, the injected
state has a large logical error rate proportional to p . For

example, the injection protocol proposed in Ref. [40] and
its improved version of the rotated planar surface code [41]
show PL = 46p/15 + O(p2) and PL = 34p/15 + O(p2),
respectively. In contrast, our protocol first generates an
encoded qubit |+〉L, and then applies the logical Z rotation
gate RZ0Z2(θ) on the encoded qubit to generate the ancilla
state. The [[4, 1, 1, 2]] subsystem code is d = 2 and most
logical errors in our protocol occur at O(p2). Moreover,
possible O(p) logical errors are absorbed in part by the
redundant gauge DOF and the circuit structure. Thus, our
protocol achieves smaller error probability than the above-
mentioned protocols. The noisy non-Clifford gate can also
be performed by use of the code deformation [24], but
it has a large logical error rate PL ≈ 30p [24]. Another
recently proposed protocol is transversal injection [42], in
which physical qubits are transversally initialized in a cer-
tain state before the encoding, and then a random state
is injected depending on the initialization. By performing
a postselection, Gavriel et al. [42] report that the logi-
cal error rate of the injected state behaves as PL ≈ 0.39p .
Our protocol is advantageous for injecting a certain tar-
get state with high accuracy because the injected state
has no randomness and achieves greater accuracy. Other
approaches use distance-2 codes utilizing repetition code
[43] and weight-2 hook propagation [44]. However, the
former method is weak for O(p) bit-flip errors and the
latter method still suffers from the propagation of a single-
qubit error that results in a large logical error rate when
the single-qubit error is not negligible. Because our proto-
col is robust with regard to O(p) bit-flip errors and does
not assume that the single-qubit errors are negligible, it is
more versatile.

Although our implementation has a small logical error
rate, logical errors still occur at O(p). These remnant errors
can be mitigated if we consider the evaluation tasks for
the expectation value of some observable. Fortunately,
some proposed algorithms for the early-FTQC era, such as
resource-efficient phase estimation [45], are based on cer-
tain expectation values, so the error mitigation technique
can be applied to obtain accurate results. One possible
mitigation technique applicable to the STAR architec-
ture is probabilistic error cancellation (or quasiprobability
decomposition) [46,47]. We consider the case where the
noise channel is known as a simple phase-flip channel with
error probability P,

E(ρ) = (1 − P)ρ + PZρZ. (8)

In this case we can explicitly construct an “inverse error
channel” E−1 as

E−1(ρ) = 1 − P
1 − 2P

ρ − P
1 − 2P

ZρZ, (9)
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and we can rewrite the noise-free (identity) channel as

I = E−1E = γ ((1 − P)E − PZE) , (10)

where γ = 1/(1 − 2P) and Z is a Pauli Z channel. There-
fore, an error-free expectation value of a certain operator
M can be estimated by the noisy counterpart as

〈M 〉I = γ ((1 − P)〈M 〉E − P〈M 〉ZE) , (11)

where 〈M 〉N = tr (MN (ρ)). By performing Monte Carlo
sampling on an additional Z channel with probability P,
we can approximate Eq. (11) by averaging those samples
with correct overall factors of ±γ . The variance of the
expectation value is amplified by a factor of γ 2 as seen
in Eq. (11), so we need to generate γ 2 times more samples
to suppress amplified statistical fluctuations.

Returning to our analog rotation gate, its leading-order
logical error channel is well described by the phase-flip
channel with PL = 2p/15. If the O(p2) contribution is neg-
ligible, we can completely mitigate the phase-flip channel
by the probabilistic error cancellation. Even if the O(p2)

logical error contribution remains, we can still mitigate the
dominant O(p) contribution by the inverse bit-flip channel
with PL = 2p/15. The fact that the leading-order logical
error is a simple phase-flip channel is another benefit of our
injection protocol. Note that the total step number of the
RUS process varies in each sample, so we cannot directly
mitigate the errors of each RUS step. Instead, we consider
the entire RUS process as a single noisy operation and mit-
igate its error. The logical Z error probability of the entire
RUS process is given as

P =
∞∑

n=1

1
2n PZ,n, (12)

where PZ,n is an error probability when the RUS process is
completed by nth step:

PZ,n =
� n+1

2 �∑

m=1

(
n

2m − 1

)
P2m−1

Z,1 (1 − PZ,1)
n−2m+1

= nPZ,1 + O(P2
Z,1), (13)

PZ,1 = 2p/15. (14)

Since O(P2
Z,1) = O(p2) can be ignored, Eq. (12) becomes

P =
∞∑

n=1

1
2n PZ,n ≈ PZ,1

∞∑

n=1

n
2n = 2PZ,1. (15)

Therefore, we can mitigate the phase-flip error of the entire
RUS process by the probabilistic error cancellation with
P = 2PZ,1 by an additional sampling overhead of γ 2 =

(1/(1 − 2P))2 ≈ e8PZ,1 (P  1). When we perform N ana-
log rotations in a circuit and want to mitigate their noise,
we can immediately extend the discussion by assuming
that N noise channels are independent. In such a case,
the sampling overhead is modified to γ 2N ≈ e8PZ,1N . This
indicates that the sampling overhead grows exponentially
with increasing number of noisy gates. One typical bound
of the realistic number of noisy gates is N ≈ 1/P, where
the sampling overhead is e4 ≈ 55. Note that this overhead
gives the worst-case estimation since some observables are
affected by noise only in the relevant causal cone [48].

Finally, we briefly discuss how the restrictions of real
devices affect our protocol. In real quantum devices, there
are several restrictions on the connectivity between physi-
cal qubits and native gate sets. Regarding the connectivity
restriction, for example, the superconducting qubits can
interact only with their nearest neighbors. If we consider
this restriction in a qubit arrangement such as that in
Fig. 10, only qubits connected by solid black lines inter-
act with each other; thus, the CNOT operation and RZ0Z2(θ)

in the circuit in Fig. 9 cannot be performed directly . In
this situation, one can resolve the connectivity problem by
additionally inserting SWAP gates in the circuit. We show a
simple example to perform our state injection circuit with
SWAP gates in Fig. 13.

Inserted SWAP gates also introduce additional two-qubit
errors, but they occur on certain pairs of measurement
and physical qubits, so they do not lead to logical errors
at O(p). Therefore, the performance of our protocol at
O(p) can be maintained. Regarding the restriction of native
gates, our assumption that the RZ0Z2(θ) gate can be directly
applied may become invalid in some cases. For typical ion-
trap devices and superconducting devices, this assumption
is valid since the X ⊗ X rotation and the Z ⊗ X rotation
(the cross-resonance gate), respectively, can be directly
implemented. If such gates are not supported, indirect
implementations of the RZ0Z2(θ) gate shown should be
used. One straightforward example is the circuit shown
in upper part of Fig. 14. In this example, the logical error
rate of the injected state degrades to PL = 9p/15 + O(p2)

under the circuit-level noise model since the single Z errors
and their propagation through the second CNOT gate lead

(a) (b) (c)

FIG. 13. Example of the insertion of SWAP gates. (a) Initial
physical qubit arrangement. The circuit in Fig. 9 is performed in
this arrangement. (b) Physical qubits 1 and 2 are then swapped to
the neighboring measurement qubits (red circled pairs). (c) Final
arrangement after SWAP operations.
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0 • •
2 RZ2(θ)

0 • •
2 • •

M4 |0〉 RZM4(θ)

FIG. 14. Examples of a circuit for indirectly performing the
RZ0Z2(θ) operation. Top: RZ0Z2(θ) can be performed with use
of a single-qubit rotation RZ2(θ) and CNOT operations. The log-
ical error rate degrades to PL = 9p/15 + O(p2) in this circuit
since there are more error patterns generating the logical Z error.
Bottom: An alternative RZ0Z2(θ) operation circuit using another
ancilla qubit, M4. The final Z measurement of the ancilla qubit
M4 is necessary to detect O(p) X errors that flip θ to −θ . The
logical error rate becomes PL = 7p/15 + O(p2) in this circuit.

to additional undetectable logical Z errors. If an ancilla
qubit is available for this operation, we can use another cir-
cuit, where the logical error rate behaves as PL = 7p/15 +
O(p2) [Fig. 14 (Lower)]. The ancilla qubit is measured by
the Z basis after the operation to detect X errors that flip
the rotation angle θ to −θ . If any X error is detected, the
injection protocol will be restarted. Such variations for the
Z ⊗ Z rotation can also be useful to reduce the coherent
error of the rotation gate, which may cause, for example,
logical over-rotation. Although the detailed discussion of
the coherent error depends on the physical realization of
qubits and gates, one can, for example, perform the Z ⊗ Z
rotation by using the circuit in the upper part of Fig. 14
with the virtual Z rotation gate. In this case, the virtual Z
rotation is free from the coherent error, and other coher-
ent noise in CNOT operations can be twirled and partially
removed by postselection. In the resource estimation dis-
cussed in Sec. VI, we directly perform the circuit in Fig. 9
without specifying any device restriction.

V. LOGICAL QUBIT ARRANGEMENT

As mentioned in Sec. III B, mainly two schemes are used
to perform quantum computations by lattice surgery: (i)
original quantum circuits are computed by use of explicit
logical Clifford gates and single-qubit rotation gates RZ(θ)

and (ii) quantum circuits are converted to alternative forms
comprising multi-qubit Pauli rotation gates and multi-qubit
Pauli measurements beforehand and then the converted
circuits are computed. The former case is suitable for cal-
culating quantum circuits that have a high parallelism of
the rotation gates since the rotation gate acts on only a sin-
gle logical qubit and can be performed in parallel. A major
drawback is that we must implement costly logical Clifford
operations, which need 2d or 3d rounds of syndrome mea-
surement and an additional ancilla patch. In the latter case,
on the other hand, the number of physical qubits required

FIG. 15. Data unit that carries a data logical qubit and ancilla
state for rotation gates. Actual data are carried by the logical
patch labeled as |ψ〉, and the other patch labeled as |mθ 〉 is the
ancilla state for the rotation gate.

is small because it does not need an ancilla region for the
explicit Clifford gates. Instead, multi-qubit Pauli rotation
gates are difficult to parallelize because of the anticommu-
tation relations between them. Therefore, we can say that
the latter scheme is suitable for calculating quantum cir-
cuits that contain the rotation gates sparsely or have a small
parallelism of the rotation gates.

The arrangement of the logical qubit patches strongly
depends on these schemes. Moreover, a trade-off relation-
ship holds between the efficiency of the number of logical
qubits and the execution time of the operations in general.
To minimize unnecessary overheads, one needs to find an
optimal arrangement for an input quantum circuit. Addi-
tionally, the input circuit possibly must be converted into
a suitable form before the determination of the optimal
arrangement. A logical qubit arrangement optimizer and
circuit compiler are mandatory for maximizing the compu-
tational power of the STAR architecture, but this is beyond
the scope of this paper. Here we illustrate only some typi-
cal arrangements of the logical qubit in both schemes. The
development of a circuit compiler and arrangement opti-
mizer for the STAR architecture will be one of the most
important future studies.

In scheme (i), the ancilla state |mθ 〉 should be prepared
in parallel for each data logical qubit to maximize the merit
of the parallelism of rotation gates. Given that the gate
teleportation circuit in Fig. 7 needs at least three logical
patches because of the logical CNOT operation, it is better
to group four logical patches as a unit, which carry a data
logical qubit and an ancilla qubit for parallel rotation gates,

FIG. 16. Example of the qubit arrangement in scheme (i) with
n = 6. Data units are arranged in a row.
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(a) (b) (c)

FIG. 17. RUS protocol within the data unit. (a) The gate tele-
portation circuit in Fig. 7 is computed with use of three patches,
where |mθ 〉 and |ψ〉 are the control qubit and the target qubit of
the CNOT gate, respectively (red square). During the computa-
tion, we can prepare the ancilla state |m2θ 〉 for the next RUS step
in the lower-right patch (dashed green square). If the output state
|ψ ′〉 is not correct, (b) the prepared ancilla state moves to the next
patch and then (c) the next step of the RUS protocol begins. We
can also prepare |m4θ 〉 using the upper-left patch.

as shown in Fig. 15 (note that the same structure was pro-
posed in Ref. [49]). Figure 16 exemplifies the arrangement
based on this unit. This example requires at least 4n logical
patches to allocate n data logical qubits.

We can perform the RUS protocol within the unit as
shown in Fig. 17. Because a single patch is free during
the gate teleportation circuit, we can prepare the ancilla
state needed for the next RUS step with a small over-
head [dashed green square in Fig. 17(a)]. Additionally, the
patch rotation after the logical H operation (Fig. 5) can
be done with use of two patches in the unit. The logi-
cal CNOT operation can be directly applied to neighboring
units with additional patch movements. Moreover, remote
CNOT operations between distant units can be realized with
use of the ancilla region. We show examples of those log-
ical CNOT operations in Figs. 18 and 19. Note that one
cannot perform some remote CNOT operations in parallel
in the architecture in Fig. 16 because their ancillae cannot
overlap. To minimize such conflicts, it is better to optimize
the mapping of the quantum circuit.

The requirement of the 4n logical patch discussed above
may be somewhat large. Fortunately, we can use the multi-
qubit Pauli measurement–based rotation circuit in Fig. 8
instead of the gate teleportation circuit in Fig. 7 to reduce
the number of logical qubit patches. If we use the circuit
in Fig. 8 for a single-qubit rotation, we must measure the

(a) (b)

FIG. 18. Direct logical CNOT operation between neighboring
data units. (a) The logical patches in these units first move to
the appropriate positions and then (b) the CNOT operation is
performed (red square).

(a) (b)

FIG. 19. Remote logical CNOT operation. (a) Logical patches
move to the appropriate positions. (b) The CNOT operation is then
performed with use of a long ancilla patch (red square).

Z ⊗ Z operator over the target logical state and the ancilla
state, but it can be immediately performed by the Z bound-
ary merging and splitting of these states [30]. Furthermore,
unlike the circuit in Fig. 7, the target logical state does not
move after the rotation; thus, no unnecessary overhead is
needed to bring it back to the correct place. Therefore, in
this case, we can perform the RUS protocol by a unit of
three logical patches contacting each other on Z boundaries
as shown in Fig. 20. During a single rotation performed by
two of the three patches, the other patch can prepare the
ancilla state for the next rotation. Because the target log-
ical patch remains at the same position after the rotation,
the next rotation step can immediately start. Figure 21(a)
provides a typical arrangement in this case, which requires
3n logical patches to allocate n data logical qubits. One
can perform CNOT operations between logical patches and
patch deformations in the same way as in the previous
arrangement in Fig. 16 using the ancilla region. Note that if
the overhead of the state injection does not need to be hid-
den, then the number of the logical patches can be further
reduced to 2n, as shown in Fig. 21(b). Although we con-
sider mainly the case in which all data logical patches have
identical unit structures, they can be mixed to minimize the
computational overhead.

The prototypical logical qubit arrangement in scheme
(ii) was proposed in detail in Ref. [30], and we only briefly

(a) (b)

FIG. 20. RUS protocol based on the multi-qubit Pauli rota-
tion circuit in Fig. 8. (a) A single Z rotation circuit is imple-
mented by a Z ⊗ Z measurement between the target state and
the ancilla state (red square). During the operation, the other log-
ical patch can be used to prepare the next ancilla state (dashed
green square). (b) After the first RUS step, the output state |ψ ′〉
remains; thus, the next RUS step can start immediately.
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(a)

(b)

FIG. 21. Typical qubit arrangement in scheme (i) based on
the circuit in Fig. 8 with n = 6. (a) Arrangement requiring 3n
patches. Each column of three patches constructs a unit to imple-
ment the RUS protocol, and they are arranged in a row. An ancilla
region is used not only to parallellize Z rotations but also to per-
form other operations, such as logical CNOT operations and patch
deformations. (b) Minimum arrangement requiring 2n patches.
Although this arrangement cannot hide the overhead of the state
injection during the RUS protocol, it requires only 2n patches to
allocate n data logical qubits.

introduce it here. Since the early-FTQC device has a lim-
ited number of physical qubits, the compact block and
the intermediate block [30] are suitable for our purpose.
Figure 22 shows typical examples of each cases. In these
example, we assume that the multi-qubit Pauli rotation
gates are sequentially performed. We allocate two addi-
tional patches for the injection of the ancilla state |mθ 〉
to hide the overhead of the state injection behind the
execution time of a single RUS step by consuming and
generating the ancilla states consecutively. The minimum
construction using the compact and intermediate blocks

(a)

(b)

FIG. 22. Example of the qubit arrangement in scheme (ii),
based on the data blocks discussed in Ref. [30]. (a) Compact
block for n = 6. Gray patches represent data logical qubits. We
allocate two patches to prepare the ancilla state (green) to reduce
its additional overhead. (b) Intermediate block for n = 6.

requires 1.5n + 5 and 2n + 6 logical patches, respectively,
to allocate n data logical qubits.

VI. PERFORMANCE OF THE STAR
ARCHITECTURE

To estimate the performance of our proposal quanti-
tatively, we perform numerical simulations on the error
correction of the surface code patch (related to the orange-
square part in Fig. 1) and the ancilla state injection (related
to the blue-square part in Fig. 1). In this section, we show
the results of these simulations and estimate the computa-
tional resources available for early-FTQC devices on the
basis of these results. We also briefly discuss possible
applications of the STAR architecture on the basis of the
estimation.

A. Logical error probability of the rotated surface
code patch

In the simulation of the error correction of the rotated
surface code, we assume that Hadamard and CNOT gates,
initialization to |0〉, and measurement in the Z basis are
available as physical qubit operations, so that we use the
depth-8 measurement circuit in Fig. 3. Noise processes
are simulated by the circuit-level noise model, in which
all operations on physical qubits suffer from errors: noisy
qubit initialization and measurement flip to an orthogonal
state with probability p , and noisy Hadamard and CNOT
gates are simulated by ideal gate operations followed by
the depolarizing noise channels

Esingle(ρ) = (1 − p)ρ + p
3
(X ρX + YρY + ZρZ) , (16)

and

Edouble(ρ) =
(

1 − 16
15

p
)
ρ + p

15

∑

E∈{I ,X ,Y,Z}⊗2

EρE, (17)

respectively. Noisy identity gates are inserted whenever
physical qubits are idle. We assume that all errors occur
with common probability p . All measurement circuits
are performed in parallel and performed d times to treat
measurement errors. The last measurement round is per-
formed ideally. For the decoding, we use PyMatching
[50], an open-source PYTHON/C++ library, to implement
the MWPM algorithm. We consider hook error edges in
the construction of the decoder graph to decode errors
correctly up to O(p�(d−1)/2�).

Logical error rates PL,i(i = Z, X ) are determined by 107

Monte Carlo samples for each physical error rate p . For
a resource estimation under a limited number of physical
qubits available in the early-FTQC era, we consider small
code distances of up to d = 9 and a physical error rate
of p ∈ [10−4, 10−3]. Figure 23 shows the resultant logical
error rates obtained in our simulation.
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FIG. 23. Logical Z (left) and X (right) error rates of the rotated surface code patch. The error bars indicate ±1σ statistical errors
estimated by a standard deviation of the Monte Carlo samples.

Because the data obtained seem to behave linearly in
the log-log plot as seen in Fig. 23, we can expect that the
p dependence of the logical error rate is well described by

PL,i(p) = Ci

(
p

pth,i

) d+1
2

(i = Z, X ), (18)

where Ci and pth,i(i = Z, X ) are constant parameters,
within the range of the physical error rate we consider. We
determine those parameters by fittings using the numerical
results for d = 7 and 9. We show the optimized param-
eters and the behaviors of Eq. (18) with the optimized
parameters in Table I and Fig. 24, respectively.

As expected, the numerical data are well fitted by the
function of Eq. (18). We also observe that the threshold
value pth,X obtained is larger than pth,Z , which is a well-
known behavior resulting from the circuit asymmetry in
Fig. 3 [31]. In the later resource estimation, we use Eq. (18)
with the mean values of the optimized parameters (solid
black lines in Fig. 24).

B. Logical error probability of the ancilla state

In this study, we simulate the entire process of the
state injection protocol discussed in Sec. IV B. Because
the target patch after the expansion contains many phys-
ical qubits, the simulation is performed on the basis of
the stabilizer formalism [51]. The stabilizer simulation
does not support non-Clifford gates; thus, we take θ =
0. We can justify this assumption as follows: First, in
this setup, we cannot estimate the logical X error rate

TABLE I. Parameters of Eq. (18) optimized by the fitting. Sta-
tistical errors are estimated by the jackknife method with a bin
size of 104.

CZ pth,Z CX pth,X

0.0679(76) 0.00385(10) 0.0819(97) 0.00416(12)

because the prepared state is now RZ(0) |+〉 = |+〉, on
which the logical X operator does nothing. As discussed
in the Appendix, however, the logical X error occurs
only at O(p2) and can be ignored if we are interested in
the leading O(p) logical error rate. Second, the elimina-
tion of RZ0Z2(θ) ignores some error propagation processes
occurring at O(p), such as RZ0Z2(θ)X0 = X0RZ0Z2(−2θ)×
RZ0Z2(θ), but those errors always occur together with a sin-
gle Pauli X operator, which is detectable in the following
postselection. Therefore, the elimination does not modify
the leading O(p) logical error rate. We use the circuit-level
noise model and the same assumption on the fundamen-
tal operations as in the simulation of the surface code
patch discussed in Sec. VI A. Syndrome measurements are
performed with the circuits in Figs. 3 and 11. The last
syndrome measurement in the protocol is performed ide-
ally. For the ancilla state that passes all the postselections,
we measure the logical X operator and check whether the
logical Z error occurs. We estimate the failure rate of the
postselection and the logical Z error rate of the prepared
ancilla state by counting these events for all Monte Carlo
samples.

For the resource estimation, we consider the target
surface code patch with d = 3, 5, 7, and 9 and a phys-
ical error rate of p ∈ [10−5, 10−3]. The failure rate and
the logical Z error rate are estimated with use of 8 ×
106 (4 × 106) Monte Carlo samples with p ∈ [10−5, 10−4]
(p ∈ [10−4, 10−3]). Figures 25 and 26 show the numeri-
cal results for the logical Z error rate and the failure rate,
respectively.

First, we discuss the resultant logical Z error rate. As
discussed in the Appendix, under the circuit-level noise
model, the leading-order behavior of the logical Z error
rate is analytically given as PL,Z = 2p/15 + O(p2). Our
numerical result in Fig. 25 (top) shows that the logical Z
error rate actually approaches the leading-order behavior
when the physical error rate p becomes small. Moreover,
from Fig. 25 (bottom), we confirm that the subleading
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FIG. 24. Fitting results for the logical error rates with d = 7 and 9. The scaling of Eq. (18) with the mean values of the optimized
parameters is shown as solid black lines.

contribution of O(p2) can be ignored at a physical error
rate below 10−4. Combining this observation with the fact
that the logical X error rate in the ancilla state is O(p2), we
can assume that the logical X error is also negligible below
p = 10−4. Next, we examine the failure rate of the postse-
lection (Fig. 26). We observe that the failure rate increases

FIG. 25. Logical Z error rates of the ancilla state prepared in
the surface code patches with d = 3, 5, 7, and 9. The dashed
line shows the leading-order behavior expected under the circuit-
level noise model, PL,Z(p) = 2p/15. The error bars indicate
±1σ statistical errors estimated by the standard deviation. Top:
p dependence in the range p ∈ [10−5, 10−3]. Bottom: Enlarged
view in the range p ∈ [10−5, 10−4].

when the code distance becomes longer. This behavior is
due to the longer distance code having more possible error
configurations at O(p), which are captured by the second
postselection in our protocol. This large failure rate results
in a large overhead for the state injection, and therefore
we must reduce it using certain techniques. One solution
is to repeat the protocol many times and reduce the effec-
tive failure rate. This can be achieved naively by parallel
injection using multiple patches, although this approach
requires an additional space cost. Alternatively, we may

FIG. 26. Failure probability of the postselection in our proto-
col. Top: p dependence in the range p ∈ [10−5, 10−3]. Bottom:
Enlarged view in the range p ∈ [10−5, 10−4].
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reduce the effective failure rate without any additional
space cost by parallelizing the protocol along the “time
direction.” To this end, one should first notice that the
ancilla injection protocol can be performed within four
rounds of the syndrome measurement (strictly, the total
depth of the entire circuit can be 2 + 7 + 6 + 2 × 8 = 31
when we maximally overlap the circuits in Figs. 3, 9,
and 11). If we consider the RUS protocol shown in Fig. 17,
we have a time interval of 2d rounds of the syndrome
measurement during a single RUS step, and then we can
perform the state injection protocol roughly 2d/4 = d/2
times. With p = 10−4 and d = 9, we have a failure rate
of approximately 10% as observed in Fig. 26 (right), but
9/2 ≈ 4 runs of the protocol effectively reduce the failure
rate to 0.01%.

C. Resource estimation

In this section, we estimate a computational resource
for early-FTQC devices on the basis of the results of
the numerical simulations. Here we assume that a target
device has N = 104 physical qubits with physical error
probability p = 10−4.

Initially, we consider the number of logical qubits we
can allocate. This number depends on the scheme for cal-
culating a given circuit, as discussed in Sec. V. Since
scheme (ii) in Sec. V is more efficient regarding the space
cost, we consider it first. In the minimum construction
using the compact block, we need at least 1.5n + 5 logical
patches to allocate n data logical qubits. A single rotated
surface code patch with code distance d needs approxi-
mately 2d2 physical qubits, and therefore (1.5n + 5)× 2d2

physical qubits are needed in total. If N = 104, we can
allocate approximately 64 (approximately 37) data logi-
cal qubits for the d = 7 (d = 9) surface code patch in this
setup. The same estimation for scheme (i) in Sec. V results
in approximately 51 (approximately 30) data logical qubits
for d = 7 (d = 9) if we use the smallest arrangement in
Fig. 21(b).

Next, we estimate the number of gate operations we
can perform on those data logical qubits. Regarding the
logical Clifford operation, by our assuming that the error
channel for the logical Clifford gate is an independent
logical Z and X error channel, its logical error rate per
d rounds of the syndrome measurement can be given as
PL,round ≈ PL,Z + PL,X , where PL,Z and PL,X are the logical
error rates obtained by the numerical simulation discussed
in Sec. VI A. Using the fitting result for the logical error
rates given in Table I, we can estimate PL,round as approx-
imately 5.82 × 10−8 (approximately 1.46 × 10−9) for the
d = 7 (d = 9) logical patch with p = 10−4. The available
number of Clifford gates can be estimated as NClifford ≈
1/PL,round, leading to NClifford ≈ 1.72 × 107 (NClifford ≈
6.85 × 108) for the d = 7 (d = 9) logical patch with p =
10−4. This number is sufficiently large, and d = 7 or d = 9

may be sufficient for most applications in the early-FTQC
era. Note that, in practice, the estimated NClifford may be
divided by a certain O(1) factor because some logical
operations need more measurement rounds than d rounds
(e.g., the explicit logical CNOT operation needs 2d mea-
surement rounds). However, this factor is not expected
to change the estimation drastically, so we consider only
the estimated value of NClifford above as representative.
The available number of analog rotation gates can be esti-
mated similarly. For p = 10−4, we can ignore the O(p2)

contributions of the logical error rate as observed in the
numerical simulation discussed in Sec. VI B. Therefore, a
single rotation gate has a logical error rate of PL,rotation =
2p/15 ≈ 1.3 × 10−5. Since the actual rotation gate needs
two RUS steps on average, we can estimate the available
number of the rotation gates as Nrotation ≈ 1/(2PL,rotation) =
3.75 × 104. As discussed in Sec. IV, the remnant error of
Nrotation analog rotations can be mitigated by the probabilis-
tic error cancellation with an additional sampling overhead
γ 2Nrotation ≈ e8PL,rotationNrotation ≈ 55. Note that since the sam-
pling overhead of probabilistic error cancellation grows
exponentially as approximately e8PL,rotationNrotation , the num-
ber of rotation gates cannot increase drastically from the
estimation above in general. In some cases where one does
not need to remove the effect of noise completely, how-
ever, one can perform more rotation gates: for example,
tasks that allow some margin of error and evaluation tasks
for local observables that require only the error mitigation
of the relevant noisy gates included in the causal cone [48].

In summary, assuming that N = 104 and p = 10−4, the
STAR architecture based on the d = 7 (d = 9) surface
code patch can perform quantum circuits using 64 (37)
data qubits, which comprise 1.72 × 107 (6.85 × 108) Clif-
ford gates and 3.75 × 104 arbitrary rotation gates. Notably,
we can perform more than 104 arbitrary rotations and
many error-corrected Clifford gates on 64 logical qubits
with a relatively lenient requirement, namely, N = 104 and
p = 10−4. Computations of this size cannot be simulated
by classical supercomputers and state-of-the-art classical
algorithms [52,53]. Even if we choose the d = 9 case,
which classical supercomputers can simulate, it still pro-
vides a useful test bed for small-scale FTQC experiments
through the direct comparisons with classical simulations.

D. Comparison with existing NISQ and FTQC
architectures

To clarify an advantage of our architecture, we com-
pare its performance with the performance of naive NISQ
architectures and existing FTQC architectures.

A typical performance metric for the NISQ architecture
is the quantum volume VQ [54], which quantifies the typ-
ical size of a correctly executable circuit. To measure VQ,
we use a benchmark circuit with m qubits and d layers,
as shown in Fig. 27. Each layer comprises a permutation
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|0〉

π

SU(4)

π
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SU(4) SU(4)

|0〉

FIG. 27. Benchmark circuit used to measure the quantum vol-
ume with m = 4 and d = 2. Operations grouped by dashed lines
form a single layer.

(depicted by π in Fig. 27) and two-qubit unitary gates
[depicted by SU(4) in Fig. 27]. The permutations and
two-qubit unitaries in the benchmark circuit are randomly
chosen and an output distribution is determined by our
averaging over these randomly generated circuits. By con-
sidering the heavy output generation problem [54] on the
output distribution, one can judge whether the circuit is
implemented successfully: if the heavy output probability
is more than two thirds, the circuit is considered reasonably
executed; otherwise the computation failed. VQ is defined
by the maximum size mmax of the square-shaped (m =
d) benchmark circuit that is successfully implemented,
log2 VQ = mmax. To compare the performance between the
STAR architecture and the naive NISQ architecture, we
consider, for example, a quantum device comprising 104

physical qubits with a square grid connectivity and error
rate p = 10−4. According to Ref. [54], the size m(= d)
of the square-shaped circuit that can be executed correctly
satisfies

m2(1.29
√

m − 0.78)p < 1, (19)

when the single-qubit error rate is negligible versus the
two-qubit error rate. The

√
m factor comes from the restric-

tion of the square grid connectivity. By inserting the phys-
ical error rate p = 10−4 into Eq. (19), we can estimate
the quantum volume as log2 VQ = 37 [55]. Regarding the
STAR architecture, on the other hand, the permutations
can be performed ideally and only the SU(4) gates suf-
fer from errors. To quantify the error rate of the SU(4)
gate, we use the fact that the SU(4) gate U can be decom-
posed as U = K1A(α,β, γ )K2, where Ki(i = 1, 2) are ten-
sor products of single-qubit unitary gates and A(α,β, γ ) =
exp[i (αX ⊗ X + βY ⊗ Y + γZ ⊗ Z)] [54]. Each of the
single-qubit unitary gates as well as A(α,β, γ ) is imple-
mented by three analog rotations. Therefore, the entire
SU(4) gate U can be implemented by 3 × 4 + 3 = 15 ana-
log rotations. Thus, the size m of the square-shaped circuit
that can be executed correctly satisfies

m2 × (15/2)× 2.6 × 10−5 < 1, (20)

and an allowed maximum size is m = 71. Since the STAR
architecture can prepare 64 logical qubits on 104 physical
qubits, it can achieve log2 VQ = 64, which is substantially
larger than that of the naive NISQ architecture. This result
indicates that the STAR architecture reaches an advanced
stage of quantum computation by successfully integrating
error-corrected Clifford gates and noisy analog rotations
when the physical error rate is sufficiently small. Note that
this advantage gradually decreases if the physical error rate
approaches the threshold value near pth = 0.4% because
the suppression of the logical error of the Clifford gates
becomes poor. Therefore, to overcome the difficulty asso-
ciated with the NISQ architecture in the early-FTQC era,
it is important to achieve a sufficiently small physical error
rate below the threshold.

Next, we compare the STAR architecture with the exist-
ing FTQC architectures. Presently, the best space-efficient
FTQC architecture is the one reported in Ref. [30] and
was introduced in Sec. III B. To compare it with the STAR
architecture, we first note that the STAR architecture can
perform an analog multi-qubit Pauli rotation with a logi-
cal error rate ε of 2.6 × 10−5 within 18 clocks on average
(here we call an execution time of d rounds of the syn-
drome measurements “1 clock”) since the compact block
consumes one magic state in 9 clocks in the worst case
[30]. In the following discussion, we estimate the resources
needed to achieve the same performance of the analog
multi-qubit Pauli rotation using the existing FTQC archi-
tecture. On this basis, we estimate the available computa-
tional power of the existing FTQC architecture under the
restriction of a quantum device that comprises 104 phys-
ical qubits with a square grid connectivity and error rate
p = 10−4.

The Clifford gates are implemented by lattice surgery in
both architectures; thus, we fix the code distance to d = 7
to make their performances even. Using the existing state
injection protocol proposed in Ref. [40], a bare magic state
is obtained with error rate 46p/15 ≈ 3.1 × 10−4. Because
we must implement tens or hundreds of T gates to perform
analog rotation, this accuracy is insufficient and we must
distill the magic state. Using the typical 15-to-1 distillation
protocol [30], we obtain a clean magic state with accu-
racy of 35 × (3.1 × 10−4)3 ≈ 1.0 × 10−9, the precision of
which is sufficient for our purpose. Therefore, to achieve
an accuracy ε of 2.6 × 10−5 for a single analog rotation,
the remaining task is to decompose the analog rotation gate
into the sequence of Clifford gates and T gates with accu-
racy ε. According to the state-of-the-art algorithm [28],
the required number of T gates to achieve approximation
accuracy δ roughly behaves as N ≈ 3 log2(1/δ) [56]. By
substituting δ = ε = 2.6 × 10−5, we obtain N ≈ 46. Thus,
the existing FTQC architecture needs at least 46 clocks to
implement the analog rotation, which is approximately 2.6-
fold slower than the STAR architecture. This clearly show
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that the direct analog rotation is inherently advantageous
for the fast operation.

Furthermore, in the FTQC architecture, a trade-off rela-
tionship holds between the execution time of the non-
Clifford gate and the number of physical qubits because
of the slow supply of the magic state by a single distilla-
tion block. First, we consider the case in which a single
T gate takes 1 clock to implement. This case is related
to the fast block in Ref. [30], which needs 2n + √

8n + 1
patches to allocate n logical qubits. In addition to the
data block, we need a magic state factory that can sup-
ply one magic state per clock. According to Ref. [30],
a single 15-to-1 distillation block can supply one magic
state in 11 clocks using at least 11 patches. To achieve the
required magic state supply rate, we must implement 11
distillation protocols in parallel; thus, at least 11 × 11 =
121 patches are required. If we consider the d = 7 sur-
face code, we can prepare at most 104/(2 × 72) ≈ 102
patches and cannot even allocate the magic state factory.
To reduce the physical qubit overhead, we can use other
data blocks, such as an intermediate block or a compact
block, at the expense of operation speed. The interme-
diate block (compact block) takes 5 clocks (9 clocks) to
implement a single T gate [30], and the number of distil-
lation blocks in the factory can be reduced to three (two),
respectively. The magic state factory requires 11 × 3 = 33
(11 × 2 = 22) patches; thus, we can allocate logical qubits
by using the remaining 102 − 33 = 69 (102 − 22 = 80)
patches. Because the intermediate block (compact block)
requires 2n + 4 (1.5n + 3) patches to allocate n logical
qubits, we can allocate n = 32 (n = 51) logical qubits. The
intermediate block architecture can easily be simulated
by existing classical supercomputers, and it is difficult to
provide useful quantum advantages with the 104 physi-
cal qubit device. Although the compact block architecture
enters a classically intractable region, its available logical
qubits are fewer than in the STAR architecture (n = 64)
and its execution time is 23 times slower than that of the
STAR architecture. Therefore, the STAR architecture is
advantageous in terms of the logical qubit number and exe-
cution time. We summarize the performance of the existing
FTQC architecture and the STAR architecture in Table II.

Although the STAR architecture always has advantages
against the FTQC architecture in terms of the execution
speed and the number of logical qubits, the executable
number of rotation gates is restricted by the inverse of
the physical error rate. Therefore, the development of the
low-error physical qubit is important again. In addition to
hardware improvement, algorithmic improvement is also
mandatory to achieve useful applications with a small
number of rotation gates. If fully fledged FTQC becomes
available in the future, it will be necessary to use the STAR
architecture and the FTQC architecture differently depend-
ing on the application. For example, quantum circuits in
which the number of arbitrary rotations is not so large can

TABLE II. Comparison between the STAR architecture and the
existing FTQC architecture [30] on an early-FTQC device that
consists of 104 physical qubits with a square grid connectivity
and error rate p = 10−4.

Architecture

Number of
logical
qubits

Non-Clifford gate
execution time

(clocks)

STAR compact (d = 7) 64 18
FTQC fast (d = 7) 0 46
FTQC intermediate (d = 7) 32 230
FTQC compact (d = 7) 51 414

be efficiently calculated with use of the STAR architec-
ture, while in the case of quantum circuits that comprise
an extremely large number of gate operations, the calcula-
tion is performed with high accuracy with use of the FTQC
architecture.

In summary, the STAR architecture can outperform a
naive application of the NISQ architecture and the FTQC
architecture to the early-FTQC device. Its advantage ver-
sus the NISQ architecture is attributed mainly to the error
correction of the Clifford gates. Furthermore, compared
with the existing FTQC architecture, we can say that the
combination of the direct implementation of the analog
rotation gate and the careful state injection protocol makes
the STAR architecture faster and smaller with minimum
compromising accuracy.

E. Possible applications

Finally, we briefly discuss possible applications of the
STAR architecture. Here we show only some naive exam-
ples and typical calculation sizes based on the resource
estimation. A detailed examination of the useful applica-
tions is an important future issue.

One promising application of the STAR architecture
is a quantum many-body simulation because the time-
evolution operator can be implemented easily by ana-
log rotation gates. For example, we consider a two-
dimensional Hubbard model with N = NxNy sites. By
using the Jordan-Wigner transformation and snake-shaped
indexing [57], we can write the Hamiltonian in terms of
Pauli operators as

H = − t
2

∑

〈i,j 〉
(XiXj + YiYj )Z↔

i,j + U
4

N−1∑

i=0

ZiZ2N−1−i

− U
4

2N−1∑

i=0

Zi, (21)

Z↔
i,j =

j −1∏

k=i+1

Zk, (22)
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where t and U are parameters of the system and Pi (P =
X , Y, Z) are Pauli operators acting on the ith degree of
freedom. The notation 〈i, j 〉 indicates adjacent sites in the
Nx × Ny lattice. The first term in Eq. (22) contains long
Pauli chains that require many CNOT operations in the Trot-
ter decomposition. A notable merit of our architecture is
that we do not need to be afraid of these Pauli chains thanks
to the error-corrected CNOT gates. This is generally true for
other Hamiltonians containing long Pauli chains.

We estimate how many Trotter steps our architecture
can perform in the two-dimensional Hubbard model sim-
ulation. Equation (22) consists of 8N + N + 2N = 11N
terms; thus, its time evolution of a single Trotter step
requires 11N arbitrary rotation gates. If we choose the d =
7 (d = 9) architecture and fully allocate data logical qubits
for N sites, we can simulate N = 64/2 = 32 (N = 37/2 =
18) sites. The actual number of rotation gates per Trotter
step is 11 × 32 = 352 (11 × 18 = 198). Therefore, we can
simulate real-time dynamics with 3.75 × 104/352 ≈ 107
(3.75 × 104/198 ≈ 189) Trotter steps for this system.

With use of the iterative phase estimation [58] or recent
resource-efficient algorithms for the early-FTQC era [45,
59], phase estimation for unitary operators acting on 63 or
37 qubits can be achieved. This phase estimation can be
applied to determine the ground state energy of the quan-
tum system reachable in the STAR architecture if it allows
sufficiently large Trotter steps. In this context, discretiza-
tion errors must be minimized in the Trotterization. We
may, for example, use local variational quantum compiling
[60] for this purpose.

Another promising application is the QAOA [61] for
solving binary optimization problems. For example, we
consider the maximum-cut problem for a graph with N
nodes. The problem Hamiltonian is given as

HC = −1
2

∑

i�=j

(1 − ZiZj ). (23)

To obtain the ground state of HC, we consider the QAOA
ansatz state

|γ ,β〉 = e−iβp−1HBe−iγp−1HC · · · e−iβ0HBe−iγ0HC

× H⊗N |0〉⊗N , (24)

where

HB =
N−1∑

j =0

Xj (25)

and γ = (γ0, . . . , γp−1) and β = (β0, . . . ,βp−1) are opti-
mization parameters. They are optimized to minimize an
expectation value 〈γ ,β| HC |γ ,β〉. The ansatz state con-
tains p(N + ((N (N − 1))/2)) arbitrary rotations in total. If
we choose the d = 7 (d = 9) architecture and set N = 64

(N = 37), we can take the depth of the ansatz as p =
3.75 × 104/2080 ≈ 18 (3.75 × 104/703 ≈ 53). Note that
higher-order binary optimization problems can be directly
solved in the STAR architecture without any reduction
to quadratic unconstrained binary optimization problems,
because the Clifford gates are almost error-free.

VII. CONCLUSION

In this work, we propose a quantum computing archi-
tecture suitable for early-FTQC devices, the STAR archi-
tecture. In the STAR architecture, universal quantum com-
putation is achieved by arbitrary rotation gates and error-
corrected Clifford gates. Analog rotation gates are realized
by the RUS protocol with appropriate ancilla states. To
reduce logical errors of the rotation gates, we carefully
design the ancilla state injection protocol by combining
the [[4, 1, 1, 2]] subsystem code and postselection. Thus,
our rotation gate achieves a small logical error rate of
PL = 2p/15 + O(p2) under the circuit-level noise model,
which is verified numerically. Clifford operations are per-
formed by the standard lattice surgery protocol based on
the rotated surface code, and we illustrate typical logical
qubit arrangements. We also perform a numerical simu-
lation on the surface code patch and determine a scaling
behavior of the logical error rate. Finally, we estimate an
available computational resource in the STAR architec-
ture under the assumption of typical early-FTQC devices,
where N = 104 physical qubits can operate with a gate
fidelity p of 10−4. According to this estimate, we can apply
3.75 × 104 arbitrary rotation gates and 1.72 × 107 Clifford
gates on 64 logical qubits encoded in the d = 7 rotated
planar surface code. Classical computers cannot emulate
such computations. Furthermore, the STAR architecture
can surpass the naive NISQ architecture and the exist-
ing FTQC architecture. The STAR architecture may apply
to some useful applications such as quantum many-body
simulation, phase estimation, and the QAOA.

Some topics are not addressed in this paper. We sum-
marize these topics to envision future directions of our
proposal.

(i) Optimization of the logical qubit arrangement and
input quantum circuit. Regarding the logical qubit
arrangement, we illustrate only some prototypical
arrangements in this paper. In practical applications,
however, the number of logical operations that can
be performed simultaneously must be maximized
to reduce computational time. Such parallelization
highly depends on the structure of the quantum cir-
cuit we want to perform. Some existing ideas, such
as introducing other “synthesis qubits” for parallel
implementation of the diagonal non-Clifford opera-
tions [62], may be useful in this context. Developing
a clever compiler that decomposes the input circuit
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into the sequence of Clifford gates and RZ(θ) and
determines the patch arrangement maximizing the
gate parallelism based on the decomposed circuit
should be future work.

(ii) More concrete discussion of the possible applica-
tions of the STAR architecture. In this study, we
only briefly mentioned some prototypical quan-
tum computations that can be performed on the
STAR architecture. By combining clever resource-
reduction techniques such as local variational quan-
tum compiling, the STAR architecture may give us
some useful applications at the earlier stage of a
large-scale quantum device.

(iii) Improvements in our injection protocol. Although
our injection protocol minimizes the remaining log-
ical error, it still occur at O(p). To perform more
interesting computations, we must further reduce
the logical error rate on the analog rotation. How-
ever, the distillation protocol on the arbitrary rota-
tion ancilla state has not been known until now,
and the task of reducing its logical error rate to
O(p2) is challenging. Developing a more sophisti-
cated state injection and distillation protocol for the
early-FTQC era is an interesting future direction.
In this context, we note that another injection pro-
tocol was recently suggested by Choi et al. [63],
which can achieve high-accuracy rotations for small
angles. Since our injection protocol can achieve
high accuracy for large angles, a combination of
both protocols may improve the entire performance.

We hope that our proposal and the corresponding develop-
ment of quantum algorithms will result in new insights into
realizing practical quantum computers in the future.
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APPENDIX: LEADING-ORDER LOGICAL ERROR
PROBABILITY OF |mθ〉L UNDER THE

CIRCUIT-LEVEL NOISE MODEL

In this appendix, we discuss a leading-order logical
error probability of the ancilla state prepared in our pro-
tocol under the circuit-level noise model. We consider the
same noise model as discussed in Sec. VI A: all physical
operations suffer from error, which occurs with common
probability p .

First, we consider logical errors occurring in the ancilla
state injection circuit in Fig. 9. In this circuit, there can be

weight-2 logical errors with probability proportional to p ,
due to the error propagation of the CNOT operations and the
two-qubit depolarizing channels. The error propagation of
the CNOT operations causes weight-2 errors, such as

X0X1, X2X3, Z0Z1, Z2Z3. (A1)

Note that errors on qubits 2 and 3 are identical to those on
qubits 0 and 1 up to stabilizer operators. Since Z0Z1(Z2Z3)

is the logical Z error on the gauge DOF, it is not critical for
state injection. The other one, X0X1(X2X3), is the logical X
error on the logical qubit, but it does not destroy the logi-
cal state since the state is |+〉L at that moment. The single Y
errors before the CNOT operation also lead to other weight-
2 errors, e.g., Y0 ⊗ Z1 or X0 ⊗ Y1, but they are detected as
single X0 or Z1 errors and are removed by the postselec-
tion. In the same discussion, weight-2 errors produced by
the two-qubit depolarizing channel in the noisy CNOT oper-
ation do not destroy the logical state. Regarding the noisy
RZ0Z2(θ), however, there are weight-2 errors that destroy
the logical state. The two-qubit depolarizing channel after
the ideal RZ0Z2(θ) provides weight-2 errors, such as

Z0Z2, X0X2. (A2)

In these examples, X0X2 is the logical X error on the gauge
DOF and does not affect the logical state. On the other
hand, Z0Z2 is the logical Z error and changes the ancilla
state to an orthogonal state as follows:

ZL |mθ 〉L = ZL
(
e−iθ/2|0〉L + eiθ/2|1〉L

)

= e−iθ/2|0〉L − eiθ/2|1〉L ≡ |mθ 〉L. (A3)

The weight-2 errors that cause the logical Z error in the
two-qubit depolarizing channel are Z0Z2 and Y0Y2. There-
fore, its probability of occurring is 2p/15. There are other
weight-2 errors, such as Y0X2, but they are detectable
as a single-qubit error. In addition, there are some O(p)
error propagation processes that cause an inverse rota-
tion (equivalent to logical X error), such as RZ0Z2(θ)X0 =
X0RZ0Z2(−2θ)× RZ0Z2(θ), but those errors are detectable
as a single-qubit error. In summary, the logical error rate
of the ancilla state generated by the circuit in Fig. 9
behaves as

PZL(p) = 2p/15 + O(p2), (A4)

PXL(p) = O(p2). (A5)

Next, we examine possible logical errors during the syn-
drome measurement circuits in Figs. 3 and 11. In the
circuit in Fig. 11, a single error on the measurement qubit
leads at most to weight-1 errors on physical qubits, and
they do not lead to undetectable logical errors. One pos-
sibility to realize O(p) weight-2 errors is the two-qubit
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M1 |0〉 Z

0 • Z Z

1 Z

FIG. 28. Example of an O(p) weight-2 error in the measure-
ment circuit of the [[4, 1, 1, 2]] subsystem code. The Z ⊗ Z error
occurring in the first CNOT gate (grouped by a dotted line)
propagates to physical qubits and forms a weight-2 error.

error occurring in the first CNOT operation with error
propagation through the second CNOT operation, as shown
in Fig. 28. However, this weight-2 error acting on physical
qubits is the gauge operator and is absorbed by the gauge
DOF. Thus, the measurement circuit in Fig. 11 does not
amplify the leading-order logical error rate of the ancilla
state, Eqs. (A4) and (A5). Regarding the syndrome mea-
surement circuit in Fig. 3, weight-2 errors can occur but
they are orthogonal to the logical operators due to the order
of CNOT operation. There is no other possibility to generate
logical errors at O(p). Therefore, the circuit in Fig. 3 does
not amplify the leading-order behavior of the logical error
rate as well.

In conclusion, the logical error rate of the ancilla
state |mθ 〉 prepared in our protocol is dominated by the
ancilla state injection circuit (Fig. 9) and behaves as PL =
2p/15 + O(p2).
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